1. [16 marks] Consider the following Java implementation for a banking application that facilitates the transfer of money between two accounts.

import java.util.Scanner;

class BankApp {  
static void transfer(Account source, Account target, double amount) {

source.withdraw(amount);

target.deposit(amount);

}

static double getAmount() { System.out.print("Enter amount to transfer: "); return new Scanner(System.in).nextDouble();

}

public static void main(String[] args) {

Account s = getAccount();  
Account t = getAccount();  
double amt = getAmount();  
transfer(s, t, amt);

System.out.println("Transfer successful");

}

// getAccount and other methods omitted }

class Account {  
private double balance;

Account(double balance) {

this.balance = balance;

}

void withdraw(double amount) { this.balance = this.balance - amount;

}

void deposit(double amount) { this.balance = this.balance + amount;

}

// other methods omitted }

You may assume that the functionality for getting accounts to initiate the transfer has been handled correctly. This question focuses only on the transfer of money between two valid accounts.

By employing good OOP design principles, rewrite the BankApp and Account classes to include the following:

* Check that the transfer amount is greater than zero.
* Check that the transfer amount is within the balance of the withdrawal account.
* Ease of inclusion of different types of accounts, each with a specific withdrawal limit. Include a SavingsAccount with a withdrawal limit of $1000.
* Terminate the transfer immediately for any violations above.
* Ensure that a deposit does not follow a failed withdrawal.

ANSWER:

Abstract Class BAccount{

Protected balance

BAccount(double balance){

This.balance = balance;

}

Public Boolean hasAmount(double amt){

Return (balance >= amt);  
 }

Public abstract double withdraw(double amt)

Public void deposit (double amount) {

this.balance = this.balance + amount;

}

}

Class Account extends BAccount{

Account(double a){

Super(a);

}

Public double withdraw(double amt){

If (amt<=0||!this.hasAmount()){

Return 0;

}Else{

This.balance -=amt;

Return amt;

}

}

}

LimitedAccount extends BAccount{

Protected final Double limit

Protected LimitedAccount(double amt,double limit){

Super(amt);

This.limit = limit;

}

Public double withdraw(double amt){

If (amt<=0||!this.hasAmount()){

Return 0;

}Else if (amt>this.limit){

Return 0;

}else{

This.balance -=amt;

Return amt;

}

}

}

SavingsAccount extends LimitedAccount{

Private SavingsAccount(double funds){

Super(funds,1000);

}

}

Class BankApp{

Public static void transfer(Account source, Account target, double amount) {

double x = source.withdraw(amount);

if (x>0){

target.deposit(x);

System.out.println("Transfer successful");

}else {

System.out.println(“Transfer failed”);

}

}

static double getAmount() {

System.out.print("Enter amount to transfer: ");

return new Scanner(System.in).nextDouble();

}

public static void main(String[] args) {

Account s = getAccount();  
Account t = getAccount();  
double amt = getAmount();  
transfer(s, t, amt);

}

2. [16 marks] The following program shows a typical setup for a system that comprises

a console that handles the input/output, and the (business-)logic part of the system. import java.util.Scanner;

private class Server{

private final List<Console> c;

private final Logic l;

private Server(Logic l){

c = new ArrayList<>();

l = l;

}

Public void start(){

Scanner sc = new Scanner(System.in);

String command;

do {

System.out.print("Enter a command: ");

command = sc.next();

for (Console cs : c){

cs.invoke(command);

} while (!command.equals("exit"));

}

class Console {  
private String id; private Logic logic;

private Console(String id, Logic logic) {

this.id = id;

this.logic = logic;

}

public void invoke(String command, Console console) {

// do something based on the command

feedback(command + " executed");

}

Private void feedback(String s){

System.out.println(

}

class Main {

public static void main(String[] args) {

Logic logic = new Logic();  
Console console = new Console("main", logic);

console.start();

}

}

In particular, when a command is entered via the console, the logic component invokes the command and initiates a feedback call to the console. In the above design, the Console class is dependent on the Logic class (via the private instance field), while the Logic class depends on the Console class (via the parameter in method invoke).
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This establishes a cyclic-dependency, which makes isolation and testing of individual components difficult. A sample run of the above program is given in the following.

Enter a command: load main: load executed Enter a command: store main: store executed Enter a command: exit main: exit executed

Redesign the system to remove the cyclic dependency while maintaining the feedback call. Moreover, the system should facilitate the inclusion of other secondary consoles that receives the same feedback as the primary console. A sample run is given below where input is provided via the primary console, and feedback is provided to both primary and secondary consoles.

Enter a command: load primary: load executed secondary: load executed Enter a command: store primary: store executed secondary: store executed Enter a command: exit primary: exit executed secondary: exit executed

ANSWER:

class Console {  
private String id;

private Logic logic;

Console(String id) {

this.id = id;

}

void start() {

Scanner sc = new Scanner(System.in);

String command;

do {

System.out.print("Enter a command: ");

command = sc.next();

logic.invoke(command, this);

} while (!command.equals("exit"));

}

void feedback(String mesg) {

System.out.println(id + ": " + mesg);

} }

class Logic {

private static List<Console> consoles = new ArrayList<>();

public static void invoke(String cmd) {

// do something based on the command

Consoles.stream().forEach(x->x.feedback(cmd+ “ executed”))

}

Void addConsole(Console c){

consoles.add(c);

}

void start() {

Scanner sc = new Scanner(System.in);

String command;

do {

System.out.print("Enter a command: ");

command = sc.next();

Logic.invoke(command);

} while (!command.equals("exit"));

}

}

class Main {

public static void main(String[] args) {

Logic logic = new Logic();  
Console console = new Console("primary");

Console number2 = new Console(“secondary”);

Logic.addConsole(console);

Logic.addConsole(number2);

Logic.start();

}

}

Logic

Feedback Manager-> gets input feedback in logic.

3. [16 marks] Write a static method findMinMax with the signature static Optional<MinMax> findMinMax(Stream<Integer> instream)

that takes a Stream of Integer values and finds both the maximum and minimum values via the MinMax class given below.

class MinMax {

final int min, max;

public MinMax(int min, int max) {

this.min = min;

this.max = max;

}

@Override  
public String toString() {

return min + ", " + max;

}

}

Take note of the following:

• An Optional<MinMax> empty instance is returned if the input stream is empty • The steam pipeline should work if parallelized  
• You are not allowed to use any Java collections

Using the following program fragment as an example

s

the sample runs are:

• From range: -123 To range: 456 Optional[-123, 456]

• From range: -123 To range: -456 Optional.empty

ANSWER:

import java.util.stream.Stream;

import java.util.Optional;

....

static Optional<MinMax> findMinMax(Stream<Integer> instream) {

Optional<Integer> min = instream.min((Integer I, Integer j )-> i.compareTo(j)));

Optional<Integer> max = instream.max((Integer I, Integer j )-> i.compareTo(j)));

return Optional.ofNullable(new MinMax(min.get(),max.get())).or(()-> Optional.empty());

}

Static Optional<MinMax> findMinMax(Stream<Integer> instream){

Optional<MinMax> minmax = Optional.ofNullable(instream.reduce(new MinMax(Integer.MAX\_VALUE,Integer.MIN\_VALUE),(x,y)-> {

If (y<x.min){

If(y>x.max){

Return new MinMax(y,y);

}else{

Return new MinMax(y,x.max)

}else if (y > x.max){

Return new MinMax(x.max,y);

}else{

Return x;

}, (x,y)-> y);

If (minmax.isPresent()){

Return (!minmax.get().min.equals(minmax.get().max))? Minmax: Optional.empty();

}else{

Return Optional.empty();

}

}

\*\*4. [16 marks] The following depicts a classic tail-recursive implementation for finding

the sum of values of n (given by 􏰘ni=0 i) for n ≥ 0.

static long sum(long n, long result) { if (n == 0) {

return result;

} else {

return sum(n - 1, n + result); }

}

In particular, the implementation above is considered tail-recursive because the re- cursive function is at the tail end of the method, i.e. no computation is done after the recursive call returns. Using an example, sum(100, 0) gives 5050. However, this recursive implementation causes a java.lang.StackOverflowError error for large values such as sum(100000, 0).

Although the tail-recursive implementation can be simply re-written in an iterative form using loops, we desire to capture the original intent of the tail-recursive imple- mentation using delayed evaluation via the Supplier functional interface.

We represent each recursive computation as a Compute<T> object. A Compute<T> object can be either:

• a recursive case, represented by a Recursive<T> object, that can be recursed, or • a base case, represented by a Base<T> object, that can be evaluated to a value

of type T.  
As such, we can rewrite the above sum method as

static Compute<Long> sum(long n, long s) { if (n == 0) {

return new Base<>(() -> s); } else {

return new Recursive<>(() -> sum(n - 1, n + s)); }

}

Complete the program by writing the Compute, Base and Recursive classes. By making use of a suitable client class Main, show how the “tail-recursive” implementation is invoked.

ANSWER:

Abstract Class Compute<T> {

Supplier<T> sup;

Compute(Supplier<T> s){

Sup = s;

}

Abstract <R> Compute<R> sum(T n,T s);

Public T get(){

Return sup.get();

}

}

Base<T> extends Compute<T>{

Base(Supplier <T> s){

Super(s);

}

Static <R>Compute<R> sum(T n,T s){

Return this.get()

}

}

Recursive<T> extends Compute<T>{

Recursive(Supplier<T> s){

Super(s);

}

Static <R> Compute<R>sum(T n,T s){

If (n ==0){

Return new Base<>(()-> s);

Else{

Return new Recursive<>(()-> sum(n-1,s+n));

}

}

}

Class Main{

Public static void main(String[] args){

5. [16 marks] Merge sort is a divide-and-conquer sorting technique that divides a list of elements into two halves, and applies the method recursively to the sub-lists. Tradi- tionally, this sub-division is applied until a sub-list of one element, and merging of the sub-lists then takes place. However, the sub-list may be deemed small enough such that applying a more conventional sorting technique will result in the list being sorted more quickly. The figure below shows this case where sub-lists of two elements are immediately sorted, so that merging can then take place.

![page14image84874112](data:image/png;base64,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)

In the context of concurrent programming, implement the above sorting technique on a List of elements of a generic type T. Note the following:

• Set up a MergeSortTask as a RecursiveAction task from Java’s fork/join frame- work. For example, merge-sorting a List of type Integer would be invoked as

MergeSortTask<Integer> task = new MergeSortTask<Integer>(integerList); task.compute();

• Use List’s subList() method to divide the list. List<E> subList(int fromIndex, int toIndex)

Returns a view of the portion of this list between the specified fromIndex, inclusive, and toIndex, exclusive.

• Use Collections.sort() to sort a sufficiently small list. You may decide on a suitable threshold on the length of the list.

public static <T extends Comparable<? super T>> void sort(List<T> list)

Sorts the specified list into ascending order, according to the natural ordering of its elements. All elements in the list must implement the Comparable interface.

• Abstract the merging of sub-lists as a separate merge method  
void merge(List<T> list, List<T> leftHalf, List<T> rightHalf)

ANSWER:
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